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Abstract—Software testing is essential part of the software development especially when the software has safety critical classification. In this paper authors introduce a method for select the right values and ranges for unit and functional testing. The key feature of this novel approach is that, test vectors can be ranked before selection in order to gain test time or quality. Fuzzy set theory is used for the ranking of the test sets. The introduced method presented on a example code, which helps the understanding of its basic principals. The authors take notes on the implementation of the test vector generation. Directions of further research are also discussed.

I. INTRODUCTION

Challenge of the software testing is growing. Program code of the applications contains more and more code and the complexity is increased as well. The counterpart of the program is the test. Basic code level non-intrusive tests like unit tests are based on a simple principal; sets the inputs then checks the desired outputs. The generic goal could be that every instruction to be executed during a test procedure, however in practice it is not possible due to the high number of input combinations.

The authors give a short overview on the software testing in the first sections. The problem of the test vector selection is detailed to give a view why this field is require intensive research. The proposed method is illustrated with examples.

II. SOFTWARE TESTING

Testing is a wide terminology, first of all some clarification is given here. Generally test could be a verification or a validation. The verification checks the software is in match with the specification. Validation is the check of the software is implemented correctly. Test approaches are differentiated from the tester view point. If the tester has no access to the internal structure of the code then the method is called black box testing. If the tester knows the internal code structure then it is called white box testing. Gray box testing is also know. Construction of the test itself the internal structure of the code is not used, but it is used for the evaluation of the test results.

The code coverage measurement is a widely accepted technique for evaluation. Usually the 100% coverage [11] test coverage is required in case of safety critical application[7]. Software is safety critical if the consequence of the faulty operation is loss of life or causes major injuries. Safety level is describes impact of the consequence. In the automotive and the aerospace industry the software development process is defined according the safety standards like ISO26262 and DO-178-B. These standards require the Modified Condition/Decision Coverage - MC/DC[6] in case of high safety levels. Test case must satisfies at least one of the followings:

- Each decision tries every possible outcome
- Each condition in a decision takes on every possible outcome
- Each entry and exit point is invoked

Unit testing

Unit testing is a test methodology, which tests the code on the lowest non intrusive level and targeting the code correctness only.[8] The aim is that test the smallest callable part of the program. Unit test guaranties the correctness the function and during the regression. Practically this means the tests cases defines function calls and their expected return values. According to the mentioned safety standards a test should check all conditions and their all possible outcome have been executed. A unit test is usually some of function calls of the target function and comparison of the return value.

In case of deep function with high cyclomatic complexity test vectors of the unit test can be numerous and execution time of the test is crucial. State machine testing requires multiple sequences of test vectors. This implies that new methods needed to extract the values form code and create the test vectors automatically based on static analysis.

Functional testing

Functional test executed on a higher level then unit test. A module consists of multiple units while realizes a functionality. Functional test checks the functionality of the module. Testers write these tests based on specification and requirements. Functional test usually are black box tests. The same coverage requirements are demanded on the functional tests as mentioned before. Coverage report shows the program code and the test are match with the specification. For example if there is a code segment which is never executed that it may not needed or the test or the specification is incomplete.

Test may performs 100% coverage while the test has no strong connection with the code. Let us bring an example here: the tested function may consider the input variable is bigger or smaller the zero. This function could be tested with ± one or ± maximal value pairs. The first case focuses on the decision while the second test case uses two possible test values. Both of the cases are valid, however it is a big difference between them. Hard to measure the quality of the test.
III. Detecting Branch Points with AST Analysis

In order to reach the highest test coverage the input source code shall be analyzed and branch points have to be found. This should be done without executing the code itself, in order to get a platform independent method. A static method shall be used. Some research points out that the dynamic analysis during the test itself may be able to increase the effectiveness, in this article it is not used only considered as a further improvement [9].

Abstract syntax tree (AST) analysis is one of the most accepted method to walk through the code and getting information its future execution [4]. The goal is to detect branch points where a variable conditions are checked. These points are the key in the test vector generation and also will be used for ranking of the test vectors. The AST is used for many purpose in software engineering:

- Code optimization
- Static code analysis
- Code statistics
- Input for other analysis

In case of the last there points the execution of the following compilation steps is not necessary, the goal here is to prepare some information which can be used for further analysis. These results can be used as statistics, as well as an input for other analyses.

IV. Test Vector Ranking

In this section a complete method is introduced for selecting and ranking the test vector sets based on fuzzy theory and give example for its usage through testing a basic C function. For the sake of simplicity, in this example we concentrate only on unit testing. In this chapter we consider only one input parameter and only constant operand for testing.

In a homogeneous range only boundary values are emphasized and it makes hard to select any other values for the test vectors. Of course the value relevancy is not the same in the whole set.

Current techniques define the variable and decision points as a flat range. The proposed approach is based on fuzzy set theory. Instead of the classical methods, the branch points are represented with a triangular fuzzy number. The logical operation between the conditions could be modeled with fuzzy operators.

**Definition 1:**

\[
F_{gt_{c,s}}(x) = \begin{cases} 
0 & \text{if } x < c - s \\
\frac{(x - (c - s))}{s} & \text{if } c - s < x < c \\
\frac{(c + s) - x}{s} & \text{if } c < x < c + s 
\end{cases}
\]

A triangular fuzzy set represents the input value \( x \) relevancy at comparison greater than with a constant value \( x > c \) where

1) \( x \) is the input value of variable
2) \( c \) is the constant value the variable is compared with
3) \( s \) is the parameter a fuzzy set support can be set

From this point of view the greater than and the less than comparison are the same and having the same functions.

One input variable can be a basis of branch decision more than one \((n)\) times in a function or a logical block. In this case \( n \) fuzzy set aggregate shall be calculated. Aggregating two sets with the Łukasiewicz strong disjunction operator produced a good results. Simple Min/Max\((a,b)\) were not given sufficient results.

Traditional understanding of deffuzzifycation is that reforming a fuzzy set to a crisp value. In this case the expected result is a set or range of values what the test can be used as input vectors. Current state of the research the alpha cut was used for define the range of \( p1 \). Change of the cut level could be used for tune the result of the method. This parameter has effect on the precision, coverage and execution time of the test. The highest alpha cut selects the most relevant values for the unit test. If required to generate more test cases then it is allowed to use lower alpha cuts.

**Example**

In this section test vector ranking method is described which relies on the previously introduced technique. The following example is a simple C function with one input parameter. The analysis aims to find the input values which are the decisive points at the branches. The analysis steps will be the following:

1) Build an abstract tree and find the values the input operands are tested with
2) Create fuzzy set for each found point
3) Aggregate the given fuzzy sets to have result fuzzy set
4) Defuzzyficate the result to get the set of test vectors

See the example code C code 1

```c
int func_01_simple(int p1) {
    if (p1 > 2) {
        if (p1 < 4) {
            return 1;
        } else {
            return 2;
        }
    }
    return 3;
}
```

Listing 1. Example test target function

In this simple case the solution is obvious, the branch values of the variable \( p1 \) are 2 and 4. The minimal set to reach the maximal branch coverage is \( \{2,3,4\} \).

**Step 1. Build AST:** The simplified abstract syntax tree is shown on figure 1.

As result there is two condition based on the value of \( p1 \); the constant 2 and the constant 4 are marked with gray leaves in the figure. This algorithm is implemented in a python script based on pycparser library[5].

**Step 2. and 3. Create fuzzy sets and their aggregate:** Core of the triangular fuzzy sets are 2 and 4. The support size should be more than one but can depend on many aspects like severity of the variable, deepness of the branch point etc.. In this example the support is 2.4.
Fig. 1. Abstract syntax tree of func_01_simple()

Branch point in line 2: \( F_{gt}(p1, 2, 1.2) \)
Branch point in line 3: \( F_{lt}(p1, 4, 1.2) \)

Using Łukasiewicz strong disjunction to aggregate of the sets gives one fuzzy set for one variable.

Fig. 2. Łukasiewicz disjunction \( p1(2), p1(4) \)

4. Defuzzyficate the result to test vector set: To show the scalability, in this example different alpha cuts are shown in the figure 3: \( \alpha = 0.9 , \alpha = 0.5 , \alpha = 0.1 \).

\[ \alpha = 0.5 \Rightarrow \{1, 2, 3, 4, 5\} \]
\[ \alpha = 0.1 \Rightarrow \{0, 1, 2, 3, 4, 5, 6\} \]

In this case the most strict \( \alpha \geq 0.9 \) set is enough to reach the 100% branch coverage, so the final solution is:

```c
void test_func_01_simple() {
    TEST_EQ(func_01_simple(2), 3);
    TEST_EQ(func_01_simple(3), 1);
    TEST_EQ(func_01_simple(4), 2);
}
```

Listing 2. UnitTest of func_01_simple()

V. HANDLING MORE THAN ONE INPUT VARIABLE

It has been shown how this method works with one input variable. The dimension of the problem is increasing with the number of the variables. The relevancy of test vectors can be shown only in three dimensions in case of two variables in a decision.

```c
int func_02(int p1, int p2) {
    if ((p1 + p2) > 1) {
        return 1;
    }
    return 2;
}
```

Listing 3. Example for function with 2 variables

Code 3 shows an example for this case. The combination of the P1 and the P2 defines a plain. This area gives \( 2^{26} \) value pairs in case of integer values in a 4 byte representation. About the half of the pairs are negative and the other half is the positive samples. To test all of the value pairs is practically impossible. The figure 4 show the possible value pairs.

Fig. 3. Alpha cuts of the aggregated \( p1 \)

In order to reach a 100% branch coverage only two vectors shall be chosen, one true, and one false. Selection of two value pairs is simple until there is no expectation on the values. The value pair distance be close to the decision point could be an expectation. It is possible that not all expectations can be satisfied with one value pair.

The shown method solves this problem in the following way. Consider P1 and P2 as a fuzzy set in its own domain. The + operator is defined for fuzzy numbers. Let Ps is a
fuzzy number defined by $F_{add}(P_1, P_2)$ in the joint domain. Ps represent the decision in a fuzzy way in tree dimensional space. The figure 5 shows it.

![Fig. 5. $F_{add}(P_1, P_2)$ function](image)

The number of the defined test case pairs in Ps is still numerous. The next step of the method is to decrease the number of the accepted value pairs. The expectation on the value pairs holds the required information for the filtering the values. Let $F_{exp}$ be the fuzzy operator of a given expectation. In this example we chose to expect for the mid values of the range. The figure 6 shows the result of the $F_{exp}$ on the $P_s$ fuzzy number.

![Fig. 6. $F_{exp}(F_{add}(P_1, P_2))$ function](image)

VI. FURTHER WORKS

In the current state of the research the method works with triangular fuzzy numbers. The problem of this class is that class of the operator is not closed. This means the result of the operation is may out of the class. Computation with a non uniform number is complex. We are going to switch to a closed operator family. This could significantly increase the computation speed and decrease the calculations complexity. The size of the core and the support is currently undefined. Different fuzzy class has different parameters. We will analyze the impact on the result of the change of the fuzzy class. The method opens a new way to introduce additional expectations on the test vectors.

VII. CONCLUSION

Authors give a method for rank test vectors. The method could be used in an automatic test vector generator or it could be used to analyze a existing test. The introduced method able to handle additional expectation on the test vectors. The introduce method could increase the generated test vectors also.
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